Atitit update 执行流程与事务

UPDATE语句修改该行数据时，

会首先使用排他锁锁定改行，

将该行当前的值复制到undo log中，

然后再真正地修改当前行的值，

最后填写事务ID，

使用回滚指针指向undo log中修改前的行。如下图所示。

2、记录行修改的具体流程

① 首先当前事务对记录行加排他锁

② 然后把改行数据拷贝到undo log中，作为旧版本

③ 拷贝完毕后，修改该行的数据

④ 事务提交，提交前用 CAS 机制判断记录行当前最新修改的事务id 是否发生了变化，如果没变，则修改记录行最新的修改事务id ，也就是DB\_TRX\_ID为当前事务id，并提交，如果变了，说明存在其他事务修改了这个记录行，那么就应该回滚这个事务。也就是当前事务没有生效。

MVCC逻辑流程-插入

在MySQL中建表时，每个表都会有三列隐藏记录，其中和MVCC有关系的有两列

数据行的版本号 （DB\_TRX\_ID）

删除版本号 (DB\_ROLL\_PT)

id

test\_id

DB\_TRX\_ID

DB\_ROLL\_PT

在插入数据的时候，假设系统的全局事务ID从1开始，以下SQL语句执行分析参考注释信息：

begin;-- 获取到全局事务ID

insert into `test\_zq` (`id`, `test\_id`) values('5','68');

insert into `test\_zq` (`id`, `test\_id`) values('6','78');

commit;-- 提交事务

复制代码当执行完以上SQL语句之后，表格中的内容会变成：

id

test\_id

DB\_TRX\_ID

DB\_ROLL\_PT

5

68

1

NULL

6

78

1

NULL

可以看到，插入的过程中会把全局事务ID记录到列 DB\_TRX\_ID 中去

MVCC逻辑流程-删除

对上述表格做删除逻辑，执行以下SQL语句（假设获取到的事务逻辑ID为 3）

begin；--获得全局事务ID = 3

delete test\_zq where id = 6;

commit;

复制代码执行完上述SQL之后数据并没有被真正删除，而是对删除版本号做改变，如下所示：

id

test\_id

DB\_TRX\_ID

DB\_ROLL\_PT

5

68

1

NULL

6

78

1

3

MVCC逻辑流程-修改

修改逻辑和删除逻辑有点相似，修改数据的时候 会先复制一条当前记录行数据，同事标记这条数据的数据行版本号为当前是事务版本号，最后把原来的数据行的删除版本号标记为当前是事务。

执行以下SQL语句：

begin;-- 获取全局系统事务ID 假设为 10

update test\_zq set test\_id = 22 where id = 5;

commit;

复制代码执行后表格实际数据应该是：

id

test\_id

DB\_TRX\_ID

DB\_ROLL\_PT

5

68

1

10

6

78

1

3

5

22

10

NULL

MVCC逻辑流程-查询

此时，数据查询规则如下：

查找数据行版本号早于当前事务版本号的数据行记录

也就是说，数据行的版本号要小于或等于当前是事务的系统版本号，这样也就确保了读取到的数据是当前事务开始前已经存在的数据，或者是自身事务改变过的数据

查找删除版本号要么为NULL，要么大于当前事务版本号的记录

这样确保查询出来的数据行记录在事务开启之前没有被删除

根据上述规则，我们继续以上张表格为例，对此做查询操作
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